Program 1 – CS 344

This assignment asks you to write bash shell scripts to compute matrix operations. The purpose is to get you familiar with the Unix shell, shell programming, Unix utilities, standard input, output, and error, pipelines, process ids, exit values, and signals (at a basic level).

What you're going to submit is your script, called simply "matrix".

Overview

In this assignment, you will write a bash shell script that calculates basic matrix operations using input from either a file or stdin. The input will be whole number values separated by tabs into a rectangular matrix. Your script should be able to print the dimensions of a matrix, transpose a matrix, calculate the mean vector of a matrix, add two matrices, and multiply two matrices.

You will be using bash builtins and Unix utilities to complete the assignment. Some commands to read up on are while, cat, read, expr, cut, head, tail, wc, and sort.

Your script must be called simply "matrix". The general format of the matrix command is:

**matrix** *OPERATION* [*ARGUMENT*]...

Refer to man(1) (You can do this with the command `man 1 man`) for an explanation of the conventional notation regarding command syntax, to understand the line above. Note that many terminals render italic font style as an underline:

**matrix** OPERATION [ARGUMENT]...

Specifications

Your program must perform the following operations: dims, transpose, mean, add, and multiply. Usage is as follows:

**matrix dims** [*MATRIX*]

**matrix transpose** [*MATRIX*]

**matrix mean** [*MATRIX*]

**matrix add** *MATRIX\_LEFT* *MATRIX\_RIGHT*

**matrix multiply** *MATRIX\_LEFT* *MATRIX\_RIGHT*

The dims, transpose, and mean operations should either perform their respective operations on the file named *MATRIX*, or on a matrix provided via stdin. The add and multiply operations do not need to process input via stdin.

* dims should print the dimensions of the matrix as the number of rows, followed by a space, then the number of columns.
* transpose should reflect the elements of the matrix along the main diagonal. Thus, an MxN matrix will become an NxM matrix and the values along the main diagonal will remain unchanged.
* mean should take an MxN matrix and return an 1xN row vector, where the first element is the mean of column one, the second element is the mean of column two, and so on.
* add should take two MxN matrices and add them together element-wise to produce an MxN matrix. add should return an error if the matrices do not have the same dimensions.
* multiply should take an MxN and NxP matrix and produce an MxP matrix. Note that, unlike addition, matrix multiplication is not commutative. That is A\*B != B\*A.

Here is a brief example of what the output should look like.

**$ cat m1**

1 2 3 4

5 6 7 8

**$ cat m2**

1 2

3 4

5 6

7 8

**$ ./matrix dims m1**

2 4

**$ cat m2 | ./matrix dims**

4 2

**$ ./matrix add m1 m1**

2 4 6 8

10 12 14 16

**$ ./matrix add m2 m2**

2 4

6 8

10 12

14 16

**$ ./matrix mean m1**

3 4 5 6

**$ ./matrix transpose m1**

1 5

2 6

3 7

4 8

**$ ./matrix multiply m1 m2**

50 60

114 140

You must check for the right number and format of arguments to matrix. This means that, for example, you must check that a given input file is readable, before attempting to read it. You are not required to test if the input file *itself* is valid. In other words, the behavior of matrix is undefined when the matrix input is not a valid matrix. for the purposes of this assignment, a valid matrix is a tab-delimited table containing at least one element, where each element is a signed integer, every entry is defined, and the table is rectangular.

The following are examples of invalid matrices. Our grading script (see below) does not send these as *input* into your matrix program. Similarly, you aren't allowed to send matrices with these characteristics as *output* from your script either, and we will test your output to make sure it doesn't. If any of these are found in your output, the grading script will deduct points:

* An empty matrix.
* A matrix where the final entry on a row is followed by a tab character.
* A matrix with empty lines.
* A matrix with any element that is blank or not an integer.

Here is a valid matrix file, m1:

**$ cat m1**

8 5 6

3 2 2

1 6 7

5 0 7

2 2 4

**$ cat -A m1**  # The '-A' flag shows tabs as '^I' and newlines as '$'. This is a good way to check correctness.

8^I5^I6$

3^I2^I2$

1^I6^I7$

5^I0^I7$

2^I2^I4$

**$**

If the inputs are valid -- your program should output only to stdout, and nothing to stderr. The return value should be 0.

If the inputs are invalid -- your program should output only to stderr, and nothing to stdout. The return value should be any number except 0. The error message you print is up to you; you will receive points as long as you print *something* to stderr and return a non-zero value.

Your program will be tested with matrices up to dimension 100 x 100.

Though optional, I do recommend that you use temporary files; arrays are not recommended. For this assignment, anytemporary files you use should be put in the current working directory. (A more standard place for temporary files is in /tmp but don't do that for this assignment; it makes grading easier if they are in the current directory.) *Be sure any temporary file you create uses the process id as part of its name, so that there will not be conflicts if the program is running more than once.* Be sure you remove any temporary files when your program is done. You should also use the trap command to catch interrupt, hangup, and terminate signals to remove the temporary files if the program is terminated unexpectedly.

All values and results are and must be integers. You may use the expr command to do your calculations, or any other bash shell scripting method, such as ((expr)). Do not use any other languages other than bash shell scripting: this means that, among others, **awk, sed, tcl, bc, perl, & the python languages and tools are off-limits for this assignment.** Note that expr only works with whole numbers. When you calculate the average you must round to the nearest integer, where half values round away from 0 (i.e. 7.5 rounds up to 8, but -7.5 rounds down to -8). This is the most common form of rounding. When doing truncating integer division (as bash does), this formula works to divide two numbers and end up with the proper rounding:

(a + (b/2)\*( (a>0)\*2-1 )) / b

You can learn more about rounding methods here:

[Rounding – Wikipedia (외부 사이트로 연결합니다.)](https://en.wikipedia.org/wiki/Rounding#Round_half_away_from_zero)

Grading With a Script

To make it easy to see how you're doing, you can download the actual grading script here:

[p1gradingscript](https://oregonstate.instructure.com/courses/1779976/files/77395436/download?wrap=1)

To use the script, just place it in the same directory as your matrix script and run it like this:

$ ./p1gradingscript matrix

Be aware that this script might take a minute or two to run, depending on how speedy your algorithms and code are, since there's a lot of matrix math in there. The grading script has generous time-outs for each test -- if your script takes too long to complete a command, the test will time out and you will receive 0 points for that particular test. If you have any doubt about your running time being acceptable, just add a note into your code as a comment at the top to warn the TA. When we run your script for grading, we will do this to put your results into a file we can examine more easily:

$ ./p1gradingscript matrix > grading\_result.username

To compare yours to a perfect solution, you can download here a completely correct run of the script that shows what you should get if everything is working correctly:

[p1perfectoutput](https://oregonstate.instructure.com/courses/1779976/files/77395495/download?wrap=1)

The p1gradingscript itself is a good resource for seeing how some of the more complex shell scripting commands work, too. The script uses two functions for most of the work; expect\_error and expect\_success. The first is used to test commands that are expected to fail. The second is used if the command is expected to succeed.

Several options have been added to help with debugging and to speed testing. Here is the list of flags available.

This first section processes the flags used in while calling the grading script.  
h - will list the proper syntax and list of flags, then exits the code  
d - enter debug mode. Failures will send outpipe or errpipe to log. Matrices will be saved.  
u - enters unit testing mode. Grading script will exit after first error.  
e - The flag for error tests  
i - The flag for dims tests  
t - The flag for transpose tests  
m - The flag for mean tests  
a - The flag for add tests  
l - The flag for multiply tests  
g - The flag for all tests

./p1gradingscript -duel matrix

will run only error and multiply test sections, exiting upon the first error, and storing any errors in a log while also saving any matrices used by a failed test.

Summary

Your script must support the following operations:

* **matrix dims** [*MATRIX*]
  + Prints error message to stderr, nothing to stdout and return value != 0 if:
    - Argument count is greater than 1 (e.g. `matrix dims m1 m2`).
    - Argument count is 1 but the file named by argument 1 is not readable (e.g. `matrix dims no\_such\_file`).
  + Otherwise, prints "*ROWS* *COLS*" (Space separated!) to stdout, nothing to stderr, and returns 0.
* **matrix transpose** [*MATRIX*]
  + Prints error message to stderr, nothing to stdout and return value != 0 if:
    - Argument count is greater than 1 (e.g. `matrix transpose m1 m2`).
    - Argument count is 1 but the file named by argument 1 is not readable (e.g. `matrix transpose no\_such\_file`).
  + Otherwise, prints the transpose of the input, in a valid matrix format to stdout, nothing to stderr, and returns 0.
* **matrix mean** [*MATRIX*]
  + Prints error message to stderr, nothing to stdout and return value != 0 if:
    - Argument count is greater than 1 (e.g. `matrix mean m1 m2`).
    - Argument count is 1 but the file named by argument 1 is not readable (e.g. `matrix mean no\_such\_file`).
  + Otherwise, prints a row vector mean of the input matrix, in a valid matrix format to stdout, nothing to stderr, and returns 0. All values must round to the nearest integer, with \*\*\*.5 values rounded away from zero.
* **matrix add** *MATRIX\_LEFT* *MATRIX\_RIGHT*
  + Prints error message to stderr, nothing to stdout and return value != 0 if:
    - Argument count does not equal 2 (e.g. `matrix add m1 m2 m3` or `matrix add m1`).
    - Argument count is 2 but the file named by either argument is not readable (e.g. `matrix add m1 no\_such\_file`).
    - The dimensions of the input matrices do not allow them to be added together following the rules of matrix addition.
  + Otherwise, prints the sum of both matrices, in a valid matrix format to stdout, nothing to stderr, and returns 0.
* **matrix multiply** *MATRIX\_LEFT* *MATRIX\_RIGHT*
  + Prints error message to stderr, nothing to stdout and return value != 0 if:
    - Argument count does not equal 2 (e.g. `matrix multiply m1 m2 m3` or `matrix multiply m1`).
    - Argument count is 2 but the file named by either argument is not readable (e.g. `matrix multiply m1 no\_such\_file`).
    - The dimensions of the input matrices do not allow them to be multiplied together following the rules of matrix multiplication.
  + Otherwise, prints the product of both matrices, with the first argument as the left matrix and the second argument as the right matrix, in a valid matrix format to stdout, nothing to stderr, and returns 0. (`matrix multiply A B` should return A\*B, not B\*A)

`

An invalid command must result in an error message to stderr, nothing to stdout, and a return value != 0.

Hints

* Try writing each part as a separate function (see the [1.4 bash Functions](https://oregonstate.instructure.com/courses/1779976/pages/1-dot-4-bash-functions) reading). You can use $1 "${@:2}" to call the function named by argument 1, with the remaining arguments passed to it. For example, matrix multiply m1 m2 will expand $1 "${@:2}" to multiply m1 m2 inside your script, which will call the function named "multiply". This fancy bash method of calling functions would go at the bottom of your script, after the functions are defined.
* You'll need to use the read command extensively to read in data from a file. Note that it reads in one line at a time *from the stdin buffer* and stores the line in a variable called REPLY, unless specified. Generally, read is used in a while loop, where a file is redirected to stdin *of the while loop*. Calling read < myfile multiple times will repeatedly read the *first* line of myfile.
* The expr command and the shell can have conflicts over special characters.  If you try expr 5 \* ( 4 + 2 ), the shell will think \* is a filename wild card and the parentheses mean command grouping. You have to use backslashes, like this:

expr 5 \\* \( 4 + 2 \)

* I ***highly*** recommend that you develop this program directly on the class server (os1). Doing so will prevent you from having problems transferring the program back and forth, which can cause compatibility issues. Keep in mind that students caught developing on flip risk losing points on the assignment. If you are using Windows as your operating system, windows may replace newlines in files with newline-carriage returns. These will be displayed as ^M characters in vim. To remove them, use the utility dos2unix.

$ dos2unix bustedFile

* Consider the following snippet of code. This will allow you to use one variable to hold the path to a file with passed-in contents, no matter if they came via stdin or via a file specified on the command line:
* datafilepath="datafile$$"
* if [ "$#" = "1" ]
* then
* cat > "$datafilepath"
* elif [ "$#" = "2" ]
* then
* datafilepath=$2

fi

* Want to remove the last character from a string? Try this:
* **$ myvar="abcde"**
* **$ myvar=${myvar%?}**
* **$ echo $myvar**

abcd

* Want to display all the characters in a file or string, even the non-printing tabs and newlines? Try cat -A

What to Turn in and When

Simply submit your "matrix" script file. Your script must be entirely contained in this one file. Do not split this assignment into multiple files or programs. As our Syllabus says, please be aware that neither the Instructor nor the TA(s) are alerted to comments added to the text boxes in Canvas that are alongside your assignment submissions, and they may not be seen. No notifications (email or otherwise) are sent out when these comments are added, so we aren't aware that you have added content! If you need to make a meta-comment about this assignment, please include it in a #comment near the top of the script itself, or email the person directly who will be grading it (see the [Home](https://oregonstate.instructure.com/courses/1779976/pages/home-page) page for grading responsibilities).

The due date given below is the last minute that this can be turned in for full credit. The "available until" date is NOT the due date, but instead closes off submissions for this assignment automatically once 48 hours past the due date has been reached, in accordance with our [Syllabus Grading Policies](https://oregonstate.instructure.com/courses/1779976/assignments/syllabus).

Grading

148 points are available for your script (which is the only file you'll submit) successfully passing the grading script, while the final 12 points will be based on your style, readability, and commenting. Comment well, often, and verbosely: we want to see that you are telling us WHY you are doing things, in addition to telling us WHAT you are doing.

The TAs will use this exact set of instructions: [Program1 Grading.pdf![문서 미리 보기](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAACE1BMVEUAAABBe544cZhHf6GeuctBe55DfJ8qaJAAACiBpr4kY4wZXYcRVYMKUoAETXwBSnsASnsASXoeUnXdYQBxIQCqVgSaXSp/OhH///////6WssXF0ef9//uSscSZtshOdLHU3e2VssaLrsNKcbJmgraAiKxcgsV2o96Drt5veqVAYZ1Ha6ORsMSGqcGBorl/hKlwpequ2vL8/f0VVH6Pr8Xj6O1DfJvY4eaYtcZLcbFSeLfk6/NJbatFaasvU5F7obXw9viXtMnC1OGgvtJ/pb7x9/uYtcj///3h5+iy1OmYvOOv5ft4eZTQ3uasxtOPsMJ1m6/V3u5Pb6hfhcqUtsr7//+82fHA5vXH6vmryNVecZ7L2eVkk6tmkKva3eJ3ot6ozufB3PLD5fXc8/zc9fzS5u2rrLvh6fE0bZJgka2rxdZEY596p+CWuOC93/PX9fzj+Pv2+//h4OFMZKHm7fGTscVYh6n09vNmcZqy5/603PHY9vvs+v5QZar/+eDh6/Hd5u9QgqNNc7M5XaAvO2eq1+bY///h5utNW4y+k3DxfADY2taat8dMgKHP3+b2+vmSj59oZn6Xm6n08ePrpjn//drbZQD4+fo/c5fX4O9Da6pLca5Lca9PdbFLcK1Jb605VIzCfTX//MCLr8Tx8/Y6b5Pv5N/WsnP//sXa3ePGzdc2bpSt1vA0bZMbRGnI1t/+/frn78KZAAAAGHRSTlMAANfm/ebmAAD92svLy8vLy8vJ+Bj79UD9QVyCAAAAxklEQVQYV2NiYPCXc1Ms1XWJYeJgZGBgYGJgsK1808zdpOZu8vs/I1hgzey6hbs7bizgZGQFigAFHr3r/PqE9fdvURsbtv/sQAHmnw/uafDk5Dz46svM9RMowMrOxXPvXl3d169zlcFaeH5+5ebmVgIDsICShZVKjQovGIAFeI/z8GzhgQCIFmaILELFX4jscqBJYAFuZm4wKIBr+TtrJkQIpqKxrp63H2qoCMiM+rramp/VVZUVrKxTGYECfZMDoICdPY8JAFfdOscRSm1SAAAAAElFTkSuQmCC)](https://oregonstate.instructure.com/courses/1779976/files/77395454/download?wrap=1) to grade your submission.